Practical No:- 7

1. write a program to create the tree and display the elements.
2. Write a program to construct the binary tree.
3. Write a program to construct the binary tree. Write a program for inorder , postorder and preorder traversal of tree code.

Practical Implementation:-

Code:-

/\* A binary tree node has data, pointer to left child

and a pointer to right child \*/

struct Node {

char data;

struct Node\* left;

struct Node\* right;

};

struct Node\* newNode(char data)

{

struct Node\* node = new Node;

node->data = data;

node->left = node->right = NULL;

return (node);

}

/\* Recursive function to construct binary of size

len from Inorder traversal in[] and Preorder traversal

pre[]. Initial values of inStrt and inEnd should be

0 and len -1. The function doesn't do any error

checking for cases where inorder and preorder

do not form a tree \*/

struct Node\* buildTree(char in[], char pre[], int inStrt,

int inEnd, unordered\_map<char, int>& mp)

{

static int preIndex = 0;

if (inStrt > inEnd)

return NULL;

/\* Pick current node from Preorder traversal using preIndex

and increment preIndex \*/

char curr = pre[preIndex++];

struct Node\* tNode = newNode(curr);

/\* If this node has no children then return \*/

if (inStrt == inEnd)

return tNode;

/\* Else find the index of this node in Inorder traversal \*/

int inIndex = mp[curr];

/\* Using index in Inorder traversal, construct left and

right subtress \*/

tNode->left = buildTree(in, pre, inStrt, inIndex - 1, mp);

tNode->right = buildTree(in, pre, inIndex + 1, inEnd, mp);

return tNode;

}

// This function mainly creates an unordered\_map, then

// calls buildTree()

struct Node\* buldTreeWrap(char in[], char pre[], int len)

{

// Store indexes of all items so that we

// we can quickly find later

unordered\_map<char, int> mp;

for (int i = 0; i < len; i++)

mp[in[i]] = i;

return buildTree(in, pre, 0, len - 1, mp);

}

/\* This function is here just to test buildTree() \*/

void printInorder(struct Node\* node)

{

if (node == NULL)

return;

printInorder(node->left);

printf("%c ", node->data);

printInorder(node->right);

}

/\* Driver program to test above functions \*/

int main()

{

char in[] = { 'D', 'B', 'E', 'A', 'F', 'C' };

char pre[] = { 'A', 'B', 'D', 'E', 'C', 'F' };

int len = sizeof(in) / sizeof(in[0]);

struct Node\* root = buldTreeWrap(in, pre, len);

Inorder traversal \*/

printf("Inorder traversal of the constructed tree is \n");

printInorder(root);

}

Output:-

![tree](data:image/png;base64,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)